**House Pricing**

**Dataset:** <https://www.kaggle.com/datasets/shree1992/housedata?select=output.csv>

**Response variable:** price

**Predictor variables**: bedrooms, bathrooms, condition, sqft\_living, sqft\_lot, floors, waterfront, view, sqft\_above, sqft\_basement, yr\_built, yr\_renovated

**Structure of the data:**

> house.df <- read.csv("RatanTejaPunati\_housing\_price.csv")

> View(house.df)

> str(house.df)

'data.frame': 4600 obs. of 18 variables:

$ date : chr "2014-05-02 00:00:00" "2014-05-02 00:00:00" "2014-05-02 00:00:00" "2014-05-02 00:00:00" ...

$ price : num 313000 2384000 342000 420000 550000 ...

$ bedrooms : num 3 5 3 3 4 2 2 4 3 4 ...

$ bathrooms : num 1.5 2.5 2 2.25 2.5 1 2 2.5 2.5 2 ...

$ sqft\_living : int 1340 3650 1930 2000 1940 880 1350 2710 2430 1520 ...

$ sqft\_lot : int 7912 9050 11947 8030 10500 6380 2560 35868 88426 6200 ...

$ floors : num 1.5 2 1 1 1 1 1 2 1 1.5 ...

$ waterfront : int 0 0 0 0 0 0 0 0 0 0 ...

$ view : int 0 4 0 0 0 0 0 0 0 0 ...

$ condition : int 3 5 4 4 4 3 3 3 4 3 ...

$ sqft\_above : int 1340 3370 1930 1000 1140 880 1350 2710 1570 1520 ...

$ sqft\_basement: int 0 280 0 1000 800 0 0 0 860 0 ...

$ yr\_built : int 1955 1921 1966 1963 1976 1938 1976 1989 1985 1945 ...

$ yr\_renovated : int 2005 0 0 0 1992 1994 0 0 0 2010 ...

$ street : chr "18810 Densmore Ave N" "709 W Blaine St" "26206-26214 143rd Ave SE" "857 170th Pl NE" ...

$ city : chr "Shoreline" "Seattle" "Kent" "Bellevue" ...

$ statezip : chr "WA 98133" "WA 98119" "WA 98042" "WA 98008" ...

$ country : chr "USA" "USA" "USA" "USA" ...

> house.df<-house.df[-4351,]

> house.df<-house.df[-4347,]

> house.df <- house.df[house.df$price != 0, ]

> house.df <- na.omit(house.df)

> str(house.df) # structure of the data frame

'data.frame': 4549 obs. of 18 variables:

$ date : chr "2014-05-02 00:00:00" "2014-05-02 00:00:00" "2014-05-02 00:00:00" "2014-05-02 00:00:00" ...

$ price : num 313000 2384000 342000 420000 550000 ...

$ bedrooms : num 3 5 3 3 4 2 2 4 3 4 ...

$ bathrooms : num 1.5 2.5 2 2.25 2.5 1 2 2.5 2.5 2 ...

$ sqft\_living : int 1340 3650 1930 2000 1940 880 1350 2710 2430 1520 ...

$ sqft\_lot : int 7912 9050 11947 8030 10500 6380 2560 35868 88426 6200 ...

$ floors : num 1.5 2 1 1 1 1 1 2 1 1.5 ...

$ waterfront : int 0 0 0 0 0 0 0 0 0 0 ...

$ view : int 0 4 0 0 0 0 0 0 0 0 ...

$ condition : int 3 5 4 4 4 3 3 3 4 3 ...

$ sqft\_above : int 1340 3370 1930 1000 1140 880 1350 2710 1570 1520 ...

$ sqft\_basement: int 0 280 0 1000 800 0 0 0 860 0 ...

$ yr\_built : int 1955 1921 1966 1963 1976 1938 1976 1989 1985 1945 ...

$ yr\_renovated : int 2005 0 0 0 1992 1994 0 0 0 2010 ...

$ street : chr "18810 Densmore Ave N" "709 W Blaine St" "26206-26214 143rd Ave SE" "857 170th Pl NE" ...

$ city : chr "Shoreline" "Seattle" "Kent" "Bellevue" ...

$ statezip : chr "WA 98133" "WA 98119" "WA 98042" "WA 98008" ...

$ country : chr "USA" "USA" "USA" "USA" ...

This data converts a CSV file to a data frame, removes specified rows, rows with a price of 0, and rows with missing values (NA), and then displays the updated data frame and its structure. The result shown above shows the structure of the data frame, which includes 4549 observations and 18 variables. Each variable has an associated data type and value.

**Summary Statistics:**

> describe(house.df)

vars n mean sd median trimmed mad min max

date\* 1 4549 37.16 19.70 39.00 37.41 25.20 1 70.0

price 2 4549 549470.38 368230.65 465000.00 492447.74 230562.83 7800 7062500.0

bedrooms 3 4549 3.39 0.90 3.00 3.36 1.48 0 9.0

bathrooms 4 4549 2.15 0.78 2.25 2.12 0.74 0 8.0

sqft\_living 5 4549 2132.57 956.06 1970.00 2033.56 837.67 370 13540.0

sqft\_lot 6 4549 14837.59 35971.80 7680.00 8451.47 4111.25 638 1074218.0

floors 7 4549 1.51 0.54 1.50 1.47 0.74 1 3.5

waterfront 8 4549 0.01 0.08 0.00 0.00 0.00 0 1.0

view 9 4549 0.23 0.77 0.00 0.00 0.00 0 4.0

condition 10 4549 3.45 0.68 3.00 3.33 0.00 1 5.0

sqft\_above 11 4549 1822.42 854.58 1590.00 1715.20 711.65 370 9410.0

sqft\_basement 12 4549 310.15 462.04 0.00 224.02 0.00 0 4820.0

yr\_built 13 4549 1970.79 29.76 1976.00 1973.05 34.10 1900 2014.0

yr\_renovated 14 4549 808.48 979.40 0.00 759.40 0.00 0 2014.0

street\* 15 4549 2240.85 1292.85 2239.00 2241.30 1661.99 1 4474.0

city\* 16 4549 26.71 11.97 33.00 28.07 4.45 1 44.0

statezip\* 17 4549 39.76 20.88 42.00 40.21 26.69 1 77.0

country\* 18 4549 1.00 0.00 1.00 1.00 0.00 1 1.0

range skew kurtosis se

date\* 69.0 -0.12 -1.16 0.29

price 7054700.0 3.99 36.31 5459.61

bedrooms 9.0 0.47 1.29 0.01

bathrooms 8.0 0.59 1.80 0.01

sqft\_living 13170.0 1.72 8.39 14.18

sqft\_lot 1073580.0 11.32 219.75 533.34

floors 2.5 0.55 -0.54 0.01

waterfront 1.0 12.19 146.57 0.00

view 4.0 3.37 10.68 0.01

condition 4.0 0.96 0.21 0.01

sqft\_above 9040.0 1.45 3.74 12.67

sqft\_basement 4820.0 1.65 4.19 6.85

yr\_built 114.0 -0.51 -0.67 0.44

yr\_renovated 2014.0 0.39 -1.85 14.52

street\* 4473.0 0.00 -1.20 19.17

city\* 43.0 -0.77 -0.78 0.18

statezip\* 76.0 -0.15 -1.12 0.31

country\* 0.0 NaN NaN 0.00

|  |
| --- |
| **date**: The date variable has a skewness of -0.12, and its range is 1 to 70. **price**: The houses prices range widely from 7800 to 7062500, and their high (3.99) skewness indicates a right skew. **bedrooms**: There are 0 to 9 bedrooms, with a little positive skew (0.47). **bathrooms**: Positively skewed data, with bathrooms ranging from 0 to 8. **sqft\_living**: Positively skewed square footage of living area with a wide range (1.72–1.72). **sqft\_lot**: The lot's square footage, positively skewed and with a broad range (11.32). **floors**: Positively skewed (0.55) number of floors, ranging from 1 to 3.5. **waterfront**: A substantially positively skewed binary variable that indicates if the home has a waterfront (12.19). **view**: Positively skewed categorical variable that reflects the viewpoint (3.37).  **condition**: The house's condition is positively skewed (0.96), with a range of 1 to 5. **sqft\_above**: Positively skewed square footage of the house (excluding the basement) (1.45). **sqft\_basement**: Positively skewed square footage of the basement (1.65)... **yr\_built**: The year of construction, significantly negatively skewed (-0.51), ranging from 1900 to 2014. **yr\_renovated**: The year of renovation, positively skewed (0.39) and ranging from 0 to 2014... **street**: A categorical variable with no skewness that represents the street. **city**: A negatively skewed (-0.77) categorical variable that represents the city. **statezip**: A categorical variable with no discernible skewness that represents the state and zip code. **country**: A constant variable that has no volatility and only one value, or one skewness. |

**Converting to Binary :**

> house.df$price <- ifelse(house.df$price > mean(house.df$price), 1, 0)

> str(house.df)

'data.frame': 4549 obs. of 18 variables:

$ date : chr "2014-05-02 00:00:00" "2014-05-02 00:00:00" "2014-05-02 00:00:00" "2014-05-02 00:00:00" ...

$ price : num 0 1 0 0 1 0 0 0 0 1 ...

$ bedrooms : num 3 5 3 3 4 2 2 4 3 4 ...

$ bathrooms : num 1.5 2.5 2 2.25 2.5 1 2 2.5 2.5 2 ...

$ sqft\_living : int 1340 3650 1930 2000 1940 880 1350 2710 2430 1520 ...

$ sqft\_lot : int 7912 9050 11947 8030 10500 6380 2560 35868 88426 6200 ...

$ floors : num 1.5 2 1 1 1 1 1 2 1 1.5 ...

$ waterfront : int 0 0 0 0 0 0 0 0 0 0 ...

$ view : int 0 4 0 0 0 0 0 0 0 0 ...

$ condition : int 3 5 4 4 4 3 3 3 4 3 ...

$ sqft\_above : int 1340 3370 1930 1000 1140 880 1350 2710 1570 1520 ...

$ sqft\_basement: int 0 280 0 1000 800 0 0 0 860 0 ...

$ yr\_built : int 1955 1921 1966 1963 1976 1938 1976 1989 1985 1945 ...

$ yr\_renovated : int 2005 0 0 0 1992 1994 0 0 0 2010 ...

$ street : chr "18810 Densmore Ave N" "709 W Blaine St" "26206-26214 143rd Ave SE" "857 170th Pl NE" ...

$ city : chr "Shoreline" "Seattle" "Kent" "Bellevue" ...

$ statezip : chr "WA 98133" "WA 98119" "WA 98042" "WA 98008" ...

$ country : chr "USA" "USA" "USA" "USA" ...

After a binary conversion of the 'price' variable (1 if the price exceeds the mean price, zero otherwise), the data frame's structure, which includes 18 variables and 4549 observations, remains the same.

**Analysis:**

Dataset is divided into 60% training data and 40% validation data.

> str(train.df)

'data.frame': 2729 obs. of 13 variables:

$ price : Factor w/ 2 levels "0","1": 2 1 1 1 2 2 1 1 1 2 ...

$ bedrooms : num 3 3 1 2 5 4 4 2 2 4 ...

$ bathrooms : num 2.5 2.5 1 1 3.75 1 2.5 1 1.5 1.75 ...

$ sqft\_living : int 2780 2160 690 2550 4130 2550 2160 980 1068 1660 ...

$ sqft\_lot : int 33503 3000 1950 21675 226076 4000 7826 2130 1758 3800 ...

$ floors : num 1.5 1.5 1 1 2 2 1 1 2 1.5 ...

$ waterfront : int 0 0 0 0 0 0 0 0 0 0 ...

$ view : int 1 0 0 1 0 0 0 0 0 0 ...

$ condition : int 4 3 3 4 3 3 4 4 3 3 ...

$ sqft\_above : int 2110 1260 690 1610 3170 2370 1390 860 1068 1660 ...

$ sqft\_basement: int 670 900 0 940 960 180 770 120 0 0 ...

$ yr\_built : int 1969 1909 1928 1958 1985 1905 1976 1918 1990 1926 ...

$ yr\_renovated : int 0 2011 1954 1972 0 2010 1992 1974 2009 2003 ...

> str(valid.df)

'data.frame': 1820 obs. of 13 variables:

$ price : Factor w/ 2 levels "0","1": 1 1 1 2 1 1 1 1 1 1 ...

$ bedrooms : num 3 3 3 4 2 2 3 3 3 3 ...

$ bathrooms : num 1.5 2 2.25 2.5 1 2 1.75 1.5 1.75 1.5 ...

$ sqft\_living : int 1340 1930 2000 1940 880 1350 1710 1570 1370 1180 ...

$ sqft\_lot : int 7912 11947 8030 10500 6380 2560 7320 6700 5858 10277 ...

$ floors : num 1.5 1 1 1 1 1 1 1 1 1 ...

$ waterfront : int 0 0 0 0 0 0 0 0 0 0 ...

$ view : int 0 0 0 0 0 0 0 0 0 0 ...

$ condition : int 3 4 4 4 3 3 3 4 3 3 ...

$ sqft\_above : int 1340 1930 1000 1140 880 1350 1710 1570 1370 1180 ...

$ sqft\_basement: int 0 0 1000 800 0 0 0 0 0 0 ...

$ yr\_built : int 1955 1966 1963 1976 1938 1976 1948 1956 1987 1983 ...

$ yr\_renovated : int 2005 0 0 1992 1994 0 1994 0 2000 2009 ...

This gives a quick overview of the structure and variables in the 'train.df' and 'valid.df' data frames. The 'train.df' data frame consists of 2729 observations and 15 variables. The 'valid.df' data frame has 1820 observations and 15 variables with the same structure as 'train.df'.

**Single Classification tree**

![](data:image/png;base64,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)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAArkAAAJqCAMAAAAYKqgHAAABBVBMVEUAAAAAADoAAGYAJQAAOjoAOmYAOpAAQgAAZpAAZrY6AAA6ADo6OgA6JQA6Ojo6OmY6QgA6XQA6ZmY6ZpA6ZrY6kLY6kNtmAABmOgBmJQBmOjpmXQBmQgBmZgBmdgBmkLZmkNtmtrZmtttmtv+QOgCQJQCQQgCQZgCQdgCQZjqQjgCQkLaQttuQ29uQ2/+2XQC2QgC2ZgC2Zjq2jgC2kDq2kGa2kJC2pQC2tma227a229u22/+2/7a2/9u2///bXQDbdgDbjgDbkDrbkGbbpQDbtmbbtpDb25Db27bb29vb2//b/9vb////dgD/jgD/pQD/tmb/25D/27b/29v//7b//9v///+5+t/FAAAsG0lEQVR42u2dDXvctpmuIcuSdriJG9XycOw2TmuNcmrXxxFtt+5au1Y6sZzNqSzNTIf8/z/l4JMESXCG5PALxPNcVxwYxhDA+94EARAESARBNorABBDIhSCQC0EgFwK5EARyIQjkQiAXgkAuBIFcCAK5EMiFIJALQSAXArkQBHIhCORCIBeCQC4EgVwIArkQyIUgkAtBIBcCuRAEciEI5EIQyIVALgSBXAgCuRDIhSCQC0EgFwK5EARyIQjkQhDIhUAuBIFcCAK5EMiFIJALQSAXgkAuBHIhCORCEMiFQC4EgVwIArkQyIUgkAtBIBeCQC4EciEI5EIQyG1Zmxkhkyj8mIoM5w8+sf9SEWWutn5GyMHZbSbItCTn/P+/eIQ8voXdQe6+Cggh0/Vs0gi5K4ol1fFtKshvEF+QG/DYcrcByIWKRZF8wzDLk1vrYuTJbbSekakeVDcII3dJjq6i9VzFQiC3PrmigdyD3PDmcdyw8suwq2nBiBP7iJEbzg/e8Nhj9BdcJZeUUpqwt6yLecWCtC08+BOjasmf6Dfsz/MMuey/gIO28Y//xSOOf2W/Sxdk/TLpEkQK4DhCBinHC5aB5LlibUCuezVMJUu6mKIP+vvd5C7kI34qIgRIUy3hFzq+O/prpgFdkkkmGMhLrbzpapYboe1i0yF2R19TUiPhxqddzDCgAFEE6Zj/hs0pbOktsP9EPG15JbnHV+H7pIX9N23Ef/c699yXXQItuPLOI04u6zTkR2g7a+MOuiDXkHDlPbhSIQ7fYje5/F/ZE1/8hWGYdAXo35+YuqtB0iqLIL+KJJfCz0Zok2qVAbkuk8sf9o/ZvO1SoMVx3U5utKCwLvlUgZom0zqxxjaXtuqTTJBdRJHLW9uNrze6IBfkbk8YvmQP6qM3VcilHVPWWTCTGxn6uaInkgqya8TkTtTlQS7ILZ8w/PszNhFQgdxwPuGoFpGbnVtY+3FXIQ4u1ByB6jeDXJBbPeFm9uCThK9EP5fNCvyDAVhMrj6fS//x4EUuqJFLI+U02y3IBbklEy7Z4Cj6wkZntP95G914OrlpHBNQlwffMNi2kaspSObWgtQ0m+wt0D/z79BArnvkLhhE9IHOXzIcsdZsnZktzY7QxLztxmeBh0lvgUW8MJJL/0VkUoZcuVaBdR+0oE6uLETqEnEZlw/+a8bIptWhpXsNcsdbwaVoFd+Ec+pvNoLf+FPaok3MluDv0I44EGywdvZrQi5bwTU1khtPbJUhd0liXLWgTm4U/s3TV5Clyrg4eHwb/p8JK9NVdBNPCoPc8VVw9Z9veJO7EA/0KY8QPJewRLZz27e3xE0UHN8uxC0zAbmjreDGP2echqKVDdg6l6PXpS0xNHJZbdiNyG7BiCMMcsdaQepj3tLKPuWE93OPynYQM+QutTUu5314a3nwRqxs8M7ljQhyR1vBYMq6BryPoPS/s7IdxKGRy8ebFF9RHdZlB7mjreDiP9iTlT9mI9o7XIqFBZa5PH6ATAS+sjoYoY25gnIdQMDWcB2c01aUrQGzzeVap13gGxxdRTfe1CWHOkeuWBLA5z/5dC5b/Hr0xjJLqCk+8cA4l9V57ZRDnSN3seujG4vIddqhrpG79s9HYAmQ6xq5Gz/7TRjIBbljqSDIBbkgt7/a4Ds052pohyHw7a9D5NbZb8Ha2jjDLfa4aetGqCrYFeS2Ta1tVwa5MFXbbAFekGutpeAOmMpSQ6HZBbm22gkegZ0sNRNcAjNZaiX4BFay1EhwCoxkp43gFBipPxvxfT5+uO0wR3gFasJEgfo6Hl4BuTaZiG97vvL0TzThFpBrgYkCeeAJGl2Qa5WF5B55W/chhVtA7vAsJJGteUAl3AITgVz4BRaqRq7o4AYgF+RaRi7aXJALciGYqCsLYW4B5FpqIcznglw7LbQkB2/YDunnXWYKv0D7W2ivdQtwC0zUm4X2WisGt8BElloIboGJQC78AgvBLSAXFoJbYCKQC79AIBd+gYXgFpgI5EIwEciFX2AhuAXkWmMhcUb0xpeb5LO1jNp7XnaY6cMXpqts5EmCWuL1M0IOzm4zsXALyG3DQuGc5MhN1tbQf2U6y19E/k5PvPJ4kC/gzS3PgVtAbqMWYmhq6xYX7C/aniALcnQVref5pY3x75LENOrJbbSekalpWxG4BeQ2aaEb7+CRhuXKYw1msoY8nHP21NeTpt8liWWqlTcxLUOHW0DuvvbRtr8P50dXi4RcAar23U788VnmE57kd/mPfFjQ8OkPDjsBuXtym7LQb7KDICTaSO1bSdmM5j+bjH+X/7BSNL+5zy0JTowAuXtgS/IWSsiN+wYaubLtNHzwW0Auv4iZXDS8ILcmt0YLJeTKbqm+J0hAjvkIbQu5mQ1EAjZAM2wrQrKlgEBuNW6LyRXDqlSDKSbLHnxfts0Ng2yHI58p2AW5tbjNmigmV/UJUtitXxLy+OO8JLnhnPAXEVvJBbsgtx63ReTy6ayoaLqggNxU4rXPugrGS2TcAnZBbnVui8iNA7n53KUE0kCuPnO78Q/Ue+LcfC7ZXSo4CiZIAUJ22CgBVr3x0vYEWZDJbfTFuMW+/J2WONDn1zLbipCyRQO5UFTcsJnI1TqlyaIDuZxhGhWSmySWyxbEwoXMugVSrXwgF9zuNpKBXH35Fx2hHb2OtpAbJ14SjdzMWjFSo4wgF9z2biVSu5wgF9z2aCayZ1lBLrjtxU6kkfKCXAewLWcC0lVxmiw0yB0xt8OyFGmj5CDXZW6jDho6UrU8IBfclmeLtFWYWsUBueC2EmPNq+tagFzXuEVNQG6fzh5VrR2daHCv0mP0s4vsulblsfrYPXbdqvCY/esauy5Vd+y+dYtdZyrrxDjGJXYdqaozLnVnosGJejr2GHWjtniEosYgF15ErUEuPIiau0uu4+uvR1798VYOnw2M/M0LfAZ2QS78BVuAXPgK9nCMXHDrhk1GViV8zu2MYUb2dQAQdcY68DUEciEI5EIQyIVALgSBXAgCuRDIhSCQm9Fmxo6fCT+mItlJIanDyUPTCY4FF/TlMUy/eIQ85ueDhC8JeSiOGVuIrebO4eN2HKCZWvPF+hkhB/xkzbYd0CG57Oik6Xo2aYrccJ46qYn9jPlGHesUgNw2HaCbOvGFPCuLH6YZjIVcapE3yaGj1UE1gKtOxzviJ5xPU0fphXPDGaZOq1kHpE4tVL6g/39yG61nzBdtO6BLcllN9jJcePM4NsaNd/BIWotbb+Ud38qL8bPHNv4EsLbnAN3UiS+k0XkebTugFXLDt6zjecWC9P47+BOrCT+57vgm+/xQDytxGOnGP/4Xjzj+lf0ufVV2TF58G4fzo6uFbq1Uc3DOrDd1GNL2HaCZOvGFFD97u20HtEJu0vEU/Z7f7zbcQh7aPBURJHcM6Rfarzr6a2K339QNTy20mqkRWsRbgGN+xuOfU7FOqQsHJKZOfCHFz95u2wFtkLvxacczZCcyUwvQceYNP9K2+GHF/hPx9MaXhju+Ct8nN/i/aRvyu9e3praVWuhR7CceSY7Fc0yPdUsdOUCZOvGFuiRrv9t2QBvkrrwHVyrE677YbTj+r+wpI/7Cqs6fOcoUTwz3riKXWpmN0MSFF4/4I024LI51Sx05QJo6R24gBmgtO6ANcvmz5vFHTtVU2G+n4aIFtRVLnszSJIbb0eby23rjq7ubthWTpPVxsdHtygGaqRNyaVuv5dCeA9oZob1kz4mjN1UMxzr0bJRgNFxk7GYpcifqQto180Gn0O3GAZp9Y3JFW5tPYAe5tMB/f8aeJBUMF84n3FJFhjMMbdUILUtuFLhObkcO0EytyF37qWGdfeRG7CXLg0+y7iW6WcwG/xD9oyLDpedzY2ttfDWfcyt/wZ5QMij7eU6qVQdoptbJpc54kUrQngPaIHfJhkzRF1bmgL1pufF0w6VrkthpefCNePdVbLiMpLUWyTs0np0YFQR8gDBLtwCOqAsHaKbWfBEkA7W2HdDaCE1MG258FniYPKxYxAuj4ei/sATVyZXZqavLoP4G3TV14QDN1IkvpNF5dNsOaO8d2tFrHqR9o7NfE8OxdV1To+HEZEoNcqPwb55an8S6YnrwBzf7Cl04QDN1pM1QxuS27YBO1i1k+1ZQxxqjA0AuyAW5ZQ231M4Yx/JZOADkQiAXgkAuBIFcCAK5EMiFIJALQSAXArkQBHIhCORCIBeCQO7OPJsW3NibF1wit4Xagt3eTNaf6bvOuKWagt3ezNWX6bvNtsVagt3eTNWP6cl4MgO7vXmhD9OTMeUFdHszEhlJPXrKCuT2ZiOQC3QtNREZS0V6ygno9mYgMpqa9JIRyO3NPiBXiO9bU2ODFKDbnHni8+YGaXoy0HzESQeTwdbHAXDj8+ZAbgXx/eJX8rQtoNuHF+Lz5gZq+oGSG+jbkYPcHrwQn3HmOLlVe7lzefZD9T0sQW4jxsmdcQZyS0kiW2erdpDbjHGyZ5wNzvYgF+QWCeTWIVd0cAOQC3ItIxdtLsgFuRDI7SobzC2AXDvJxXwuyLWU3CU5eMPOJTofaoVALsg1q+66BZALcvvNpu5aMZALcm3MBuT2ahyQC3JBLsiFQC7IBbkgF+SCXJALckEuyAW5IBfkglyQC3JB7iDI1b/jX4r3NNors/AtDZ7l3p6FLwl5+CLKJF4/I5nEILeUG8zmjEybLGx8uT+5XHKqUuQdNXZy9e/4qVV4OFmmwD6Wpsoub9zMePQ0nXjl5RKD3DJuMJszMm6ykCFXpTA4auTkpr7jD0RY215hSY6uorWftd+CTG6jLzxFkphe6slttJ4JD4Dc8m4wmjPausnCIgGWBwyOGje5qe/4l0SEteW4Cxmcpn4vl5rzf0wSy8/VVt4E5FZyg9mcWzdZWHm8dU1SGBw1anJT3/FT8nhY/wTCTK523+e/l0h9OgFyy3s7a84tmyyEc94oaylcIzf1HX/w4BMP65+drTz2EJoZ92W6Yfd9/hu11KcTILe0t/PmLN5kQdk4SWFw1OjnFpRxVt55lCOX2pP2+w9e5K+xoMOBT4avK2VzAHKruaHAnGZydRurFHlHuUJuOFedA317hfAtH7KeGch9xEeyub0YglTPAuSWJddsTjO5+mNNuS/vKFfIXbDbONfmLsgxfQjNjf3c8D0flqUaiTBIf/MDckt722TOAnIDLTbu52YdNf69HBdyJmwa5cnd+HLAYNxpQaTQTR3OSfqtBcgt7+28OQvITblDpDA4yhVyFySe4NbGtzv2ZQpSiSM2nzjtp0JjIDdnziJyU/OOitycoxwkNzVFa2xzpWF5tDYBufGzQzmAW8YLBeYsJDcVWdTmjnTPcj2jRa7TpG2vEMjuU+aD9YC99BHRqcTnfdXHbnTN5iwkN9BnbxbqhX3GUU6Sq707l2/Js50FGc2bijixXLagvTwHuOW8YDRnIbnp/d1kiqyjRns2j5aTgVx9rdhLao/HubVi65fxqrA48ZKA3JpeMJmzGrlZR42XXJxBOSh0rTc9zv0FuXaaHmetA12Q23NmBOD25YU+TN/x7DGx8dKjQ5cM+3pDJLe1WoLb3sxFerJ9D/0TYsMlwe7QTd9HxqRpAcTevNAbRJHdXWswOwzbEcvL30OOQNdZP9j+6gPouuoH2982g9yB2G3Mb3/byQ7oDsRqI15x01JuQNdNR4zg7S/QddIRI1hxA3KHYrExfrXealZAdyj2GtXKwy5yAroOeoKMIiOg654nyCjyAbmDsdU4msLRuAPgDs8VYznhBOgOxlCjOjQHH0+6A+54mBqVuQAuoAK6owV3NFSNrMsOcl3BCtMk7oE7Cq7G+FYF4DoA1lgXYQDckZMFlnCnWHl5gAt0rbw6wAW6Vl4c4ALdoV4b+9IAzr4QIHsV+r6+wO44uO0NAdJPocGu89zuiwDpq9Bg13lu90Og5g+bKHTNgqfO5pJih8eIA2TCjxUutfHlKTNvCXkojgRkB86o4FtPHV8zHLVbe3m6Io//xTMdkTQIBPYgt6lSs4I36rv1bFL+SuFcHfoenxq+mfHgNIk9Hha6rdZeHo3G4wPjsXTDQKA+uQ2Wuhlylf/SB9Tudp06NfyIn6Z4zoKT2+iLx7JY8ljfePT4sMhtrPbhPL5PlzJ2OkQEhkFu5XKX9V348sXW5vLGO3jEfRfO+RXZEczyyLqFgFic6zq1ktw6tY9PoY5jV17RI6dXBGqT22ipTeWWuKy8abR48N8z8uBNynf/l3bMfneljkZkpy+r5+Uy7qWJRuXx1ZY25+hKnb3M3aM1OP2S21/tWZZCCcM9IdAKuQ2X2lBuac0Fve8XD77P9DWDg2+Yh+i/bfddFP6ddlqPXis/Zs5ZjX7LnHefHBF6w1ualceel7OCNq5F9Vf7JfnzTAzLKMOrWfEIrX0E+iP3Jzoy/cPnusXmz0TeDCxIFp2AHLyOwoBMDL7L9vTCL8/Iwdn/M/ouKjjvno6vjz8JgBkiL3rqEfRRezm1wBl+tG2EVppc//mAyC1V6kte75O6dxx/bPE/FrmndSC7Z2omaJvvWML3hX217Hn3ktxHwsNsskiNubtVX7WnhJ/dsuCEnQUuYid7gXtBnt+3hW475N555B3741XNYosGh7U3+aO/AwEYbZjKtzrbfSfOu3/wvWpgwvfMYQvpu2nn5PZbe978LknqOVST3AtiHbmXvMRfyza6+UIsmGdYa1HoO/oPO3y3o6eX+C5av6Rduo9xP5c3aZk+RKfqv/ZLkun71yD3Z498OyRySbmb7QPv5Rx+rllsNkLgA936rY4+ut7hO9nUJP8WMHInenZddxd6rD27lLzSXuReHL67Lk1udXTbIVciKwGuUWra5LzngxOD7+KBhbArm3M0+m7HjGZ8cTl3ySajpP/Yxftsc/utPbvkxpezvMZecjly/3l/7yC50fLgGzE3ZPAdHV2LsUNAzU1DKd9VeVu7UG+R4hdnAQuqi28Zo7Ss3mrPRmgz1rVfbHuHVnqEZiG5J7K7W5tcOm6YRgXPy+/VfA2fwPyPueY7Ntx4UdV3YozC85NBBoAM9tDk9lb7lRfXfuuqjTGTu3ebKx9iRt/9z1s1R/6LRx7/S/cdi5lW9R0fo4jBDA/KBWJs2djW1VLtqdfa/yBq/7filXIgd2ubO7BFWh23uYOu/YjJ3XtuIXw7sDVa3Ta5A6/9iMndcz6XdbL0RmepfXY3fqCHX/sRk/uVkFfsHVrdt9YBG9m6Su7waz9icvddtwANWmMmt9JaMZALcodDbiWB3JGS2yYDIBcCuSAX5IJcCOSCXAjkglwI5IJckAtyIZBrF7lkP9kOUF+1t57cS4+Q7/h7smthC/bC5O4pUbGafGWuD6YUpK7bmnC9vdD2dg2NgR8JOXyexSGlJIXu+Mvkd92Te8GrzhcyXsbk3nlJrJlcQ4oaH342B5yF8PZd+4SBp9yXpxkcdCUpdMeLxN/1Q+5Xcvju/s7nDe1FXOALcvqZ3VynpicCf41tSEH681w9I4yF25q1J4lDTz6zr9NfpXFIuTxOoTn+midO7SPSIbnXcg0uI9CPV4WJ0J1nWiZ25zHADSlI26buGoZWwe2/9iR57H5QJOg4aNJSaI6/EHvI+Cd9k3vnZZtY49cQF/qeN3oK0m6RR9XsDqH2xPAoLSBXZyVxvPraqzYDe5FLW9B3rPHnT4rnT1O9c+PXEKnI1F9IqyUeFbqDqH2a3J/5o1TDISeRQnO8bGz17xS7HKH97Kn5hOtk4sDQuhojU38hbRZ4VOQOo/Yk1ZySww9pHHINrkyRON6X3yn2RO5lPD68YO0t7XCfxP9yuqPJTacgLZZ3VOgOpPYpcr9NzS99ZyD3W23KQTj+Uo7Q+iFXjQ9PtamvD7J0pvHZpXY/ZlKQ9ooLclsml+on5s08DtkUuuPFLOkfE3K73Msx3+LLbsuFaT46kzCdog1y+U4XP9y2aopBg6sOjWrh2uQ+P4Fg6ADkphgSx9/9SJvndxc9kZvbgYkX5M4333bJNFg+BWmhtOJUpEmrphgyuerQqC7IZQxs35Dr0oiGNr/UU5srSiCnaws+mksmRnIp2mhyV96DK/pHpVMeBo9uhQLGh0a1cXGSQc8vbnO1FJrjxfhcm0Lr9JwI1cs+YcHv1NuRy6KvPS/VZEI+RRvkBvJknVE1uuULGB8a1W6je8nekCkGYhzSbtdSPDe8WeuBXLUW4YP+RlqGDO+vVZ8mn6KNmQW5ZXG1/bmGTm6FTn58aFS75EoGuCv9zMxoNkXK8X6y3qEmuHudh/ZjvPSHdbj59gpfyS5y8ynaIDc+5avSJqIDR7dC8X4z7QPZArp3CQMaDqnxjYpOOZ7FHv7lvmty+zuAEOSWV6vkWnoGZX/HFVcgt84pDyB3+Ajs6yzST6nR5g6G3L4Q2NtZzZSbtLW+EeS2Tm5PCOzvLEJ6uNvanVsAuRYg0ISzSPd3W7vzuSDXAgQacdZe9xxpdyZkyc56XnntvQEFuf0g0JCzuv5mutV1CyDXBgRscVb90lZfKwZyx8rC+Es7KnJHjgLIBbkgF75D7UEufIfag1yQC3LhO9Qe5MJ3qD3IBbkgF+Si9mABvkPtUdxcaRfJ2eNaMPrFI+Rx7pXv+hkhB2c8OnxJyMMXPDb/ftgacrUKaVXW6qZLr/JbLzbE22xikNtJaYME11wwu5p8Jb46ZUt1NzMenCaXmFhIrlYhrcp63TRp0WwTBvk7GTwDuR2XNpzHS8a14JIcXUXrecZ51ElPbqP1jEUvyOQ2+sI3EDHsJWIJuXqFtCprddOlRYvEPrvJF/J35yC329KqLyRTwXDOvbby0h9CyAQrb6I+leDLqAxrzy0hN1WhuMp63VL3bRK9kFWeqt9pZgS53ZR25U3zwZQfctK+7GEeNH3vY9cIjRU9X+WCxY0ZcuPv9Oyp/UjIXZI/z+TAJAlShlcz0whN/kQ5+YY1yqZvLO0il1UoV+Ubz/jlnYheeayLMKPNrSTeptqPhFw5n8DsngSX5JFxhBYJJ8kOIE1//Cmyn1xeoUyVZd2yiqNv2NDu4AWrvXzigNxuS0vHKGe3bIAx0YNL6qArEcwrUOO2xSM+ujbtJWIVuYEYoKWqLOuWI1dGs5kwOaEQyN+B3F5KqzUZLLgk+YZEoR5oOIfv6V8Mba5NO+LJCuWqzOuWl4heSFyn7Be8qf7entqPilwNOxaUPVnD9iCiYU79zkJytQKqCuWrXLA5iqiyhvn6Je0ef7Sp9iMml00TGX239jNTvLSLYJhbsIfcuEKGKhdspRYwcrMdJKtqPwpypcXZNGYqKCcpM109Gv8i9Tve6uTmc+3ZbV+vUFxlvW6pysfRWpsrx6vL5I627/BjO4sb8GEZf4ukBRfGd2iSURmcyOFcfi8Re8jVKqRVWatbuvZxdJAM53Iv3EBuN8XV3txrQe29vKaV2iybzyhk3/hb1OSqMuoV0qqs102TFi2DfJGDn17kYB241vZu2ABDLvTSgnz511nGdUuSOFokPksS/2BVP4/kK6RVWaubLr3KNChfW7DYo9fWcoCHhGWGcLv2lhcZJ1YDAxTZQju4XXuUOXtFi8zgdu3tJrdxU1s2qe107a0vNmnwUvaNUp2uvd3kyh2HB3AN+2uPNreHcpP9ZLMFSDO1t9cCuOEs7eo7DwHuN8yvwALWCq9jMK1vaaGxNhU3r6VlxvZqWMACv1nqNDx37CyxTXbAqhsrycU6P2LdhVHaVsvr9mox+2DAI8I2U8AENpJLLL66kw6DIWCMboro9Dplmwtrz4fr4AE9G6usARPYSC4ZSR4wgWPkkhHlAhM4RC4ZWT4DLpvbW0/YW87hWoTABPaRS0aa10DLZc9OVSilBTbB3WshuTAKTGClk8jI84PNR+ok4kCOsPoIfUQcyRN2t614TW140X4BRkpoL0a3nFxuhfv9tJclqxVgdPjWtv8ADEF6tdt9U6pnyFoFGA+8e9q/Z0MQW+2WN2R3BRgFuk3Yv9d2r7eM75sW6a4ANVqbzYydAxR+TEWyE/hSBw8WnCCZ0/pZfGqJPLGbnTMVvvUMsW3av8dmt6+cmwe3Irqkw7yY2BlW0/Vs0gi52kla8nAsxqh+qFawg1zSi9FHQG4b4FayIunYYxTJN/Fhp5Wb2NzFyBN1emE4jw9AW/JT/XwBseHI9Xbs31vbNyJwK1ix8z6eQGkvcsObx5JGeYAvv5o6zDdiPQRxHuw0Fdu6/ftq/MYEbmkrkjbzYr1N8viKBWmzePAnBhg/fO/4JvsAV72FQJ3e+y8ecfwr+136quzkvdx5xjRi5U0N5Gqx7du/p9ZvVOAOgtwgPqJUdEd/v5vcmDkRQdInm1J9oeO7o7/mDtfkxxf/eSbPlVx5rLcwY3eBFtu+/UGuQT9R3//hc9NWLFEA/3ndrDY+5Sdkh0pTBOlA/4afLVzcW2D/iXja8kpyj6/C90kL+2/aiP/udY5CcV66nETgvY4bdqfwY9j12Nr2L2GDHtHtIdMK4F5y+590T+4FeV43r5X34EqFOHyL3eTyf2UPf/EXRiTvCihCn9wa2/ZpJO8OcX56+Jab6ywdW9v+pWwAco2688g79serhtElu51Wn1z+sH/8MZI9TonrdnKjBYWVJU+myRJyzW0ubdUnekPPLkLbaobrNBVb1/7lbNAfuoMm95Lb7mvjje6OEvzskW/rkysONCdHb6qQy0ZUbJhmJDcy9HNFq5q6kORUw9U8dVHK/mVtAHILbvsPvL91+LlRcncV4OLw3fUe5FJi/v6MTQRUIDecTziqReRm5xbWfmoAJ8kVFw+2k1vO/GVtAHLNQwSBrAS4MSvuKsA/7+/LeW1LVpsZQ6lsP5fh9g/RbS0iV5/Ppf/Ix2FRnIx1qbU2V4utaf7SNgC5AyL3fi9yl6y3GX1h0NCu6C0b8GvkplFKQF0efMPGZdvI1RQkc2sBH4vx12mB7OdOUrG1zQ9y9yD3RHZ3bSJXTceeM/pY4GHSW2ARL4zk0n9hCcqRK5ct8O6DtoRBZKfNJBPTJUAu2tyiyQX2Du3oNQ/SzunZrwm50S9eqhnUVtzwOa6S5C5JQi7vAB/8cKuyk68ftFiQC3LrOSzbue1ZILcDcuvMLYBckNs/uXXmcwdP7lL7EPEc5I6T3K+EvGLv0J6DXJBrFbk11i0MkNyBCeR2QW71tWIgF+QOgtwaIt0VYNzkDtwQIBfkglyQC3JBLsgFuSAX5IJckAtyQS7IBbkgF+SCXJALckEuyC0uQjMCuT2Rey3sr14yqp0pLgk5NL94VCmuPUK+Ey+Fc++HK5H7o8rKVzCklwKnomtkVcRtU6Yk+5j/7imJzXjP1jc932LzTOL0LiLOkXuZIlftTHHBI78zGFGluExoyq/JqULuU/7r03Lk1smqVW7rXSyu/Z344ide/OwbyZU2zyTO7CLiHLkX+pJxtTPFNTl8d39n2mBFpfgqU5wa9xKpQO41OfnMdhZ4lUQYmx0eXSurlrmtc0GSmPP0M2tKT+Nm5Pl9oc3TibO7iDhHrp80YMnOFBeCDT+7tjGb4s6j3BvWnpMqvvuQwpVfMi8RXSurTuxN6m15LSx8553IvoJhZ5DE5nri/C4irpF7551qza/amUJ9fJaFSEtxcp9mL/W9T+URWkLuhXkfKBFdK6uOzE3qmF8BLCrknxgeOLn9Qnji/C4irpFLhwRPVa8/2ZlCcpn7bDJOQYG/U78zfGNZldyf44a24LMhGV0rq46svQe5snaX5IOB3Ox+ISJxfhcR18i9Tg+KFLmybTN88HstH9jfxr/bm1xahsMPZZrcQZMb1T9nQHW9nhd08lOxsYUcJ/eCtZt0pHWSssalHH9tIVemODHuJVKR3G/jAfP2JrdeVp0Zm1Q3v6zOqeqb7Sb3Uo3mXCc3no35kLKGmIn64zZy41Y53xBW3xHvJ6KYNE4sqOhaWQ2d3EtR92vWlu4k9zK5tUGuzoKyxt2PtBP77mILuUlPuB5OxFgA37whiYren9xK6Tf+eUvXJnrN+WhBDJV3kXuhvYgAuSZyU0NegxXVPA77XX7AX4Nc0QFQl81NiZ0UTWO0SW44r/hJe41G986XT/9rYn4Pk2pPfHJa0Pt1j1wBQTyJeq3P1n7V7ZSxl58MmXKTrJV221cTQplpXXObk5/PbZFctq1e6+TGL83KkJt+w5Y2liu77cemu+QjtPglzrV6h5Z5sZWz13XyDi23lwipVoCTZIh4aZ5ZiKPrZVXP1jfewaPWyFXVz/brt/YWMokdJzfzLjw9Qjvd0v5dJL/LLCaoeKqUrxWgYN+9JDq7bqG9JjecH10t2ib3Tm1lmrW/uYeWTpxK686pUgm6dCyWrL7SR2iHf9n65P6paK0YqVEAeaGd5GbXirXYWfhNHcvXIrpfSQVys4ldJdfB01Mrm7pNcnF66tDQHfCJ1cMiFydWDwvdDn1HWl8m1i65jdmf9PZFU38ZN376LOmsADU/oxkSuc3Yn/T4JV6fWZMeud2jAHXdNSxyG7A/6fUL0n4z7/uZVaMA9d01NHL3tD/p+cvnvrMnDdz5+9iwUgH2zGpw5Na3P+mb297JVdbr+MvtmgXo0tTdkFvX/v1TMwRyXdFQyXXCnNBwTQ1yIZALc0IgF/WFqeFJkAtyYU4I5IJcmBqeRH1BLswJgVyQC3K51s8IOTi7ZcHwJSEPX/DY8G0c1KUljn7xCHksfvfWi2NBLtSNqVfic8Rjyt1mxoPTSHyoTnWW+ZWWOAp48MGnOPHxLciFOjM1pe7JbbSeMV4XZHIbffEO3rDg0VW0zm4QoideyhRx0NcTg1yoZVNv/An738qbUC5ZA8pX14Rzhq/6x1ipxDzFyqMtrViPs+SNNciFOjX1xo+f9YxD+ddwrvcAUol1qEEuyO3N1EuiQLxhrajkUrbCWbHEK2+6mskR2spjvYUZb4RBLtSlqeWznzWf5PgTa1U5svJ/GfHES/IoHqFR2mno4IXDngS5PZk6UE/6xSMxRxCQYz7+MpEbiFGZTDERM2iZiQiQC3Vg6jAgSac1fM/+suGbnD34Pk+uTLwkSau8kBBP3XUkyO3D1uGc6G8RROd2/ZJ2Yj/m+7kqsewYs8SGrgXIhdq39drXJwWogphAbcYhm5jNjMXkTjK/A7lQ+7be+GpoJTllbaccsS0zTKcSyxlfNkGGNhfkdm/rIHn1FbB3aGLQpb1O06UlXiTv0IJksOaqH0Fu58ZeqV2U+SxusoTBj5cwaNITa4sVZGKHm1yQ272xlySBkQ/L5JovFjx6nflJKnH4N09fYyaXjYFcyF5rO+hGkDsGc7voRZA7Ans76USQa73BB7E/Hch1wOINm9xVD4Jcu23uaIMLcnsyOhnahUAuVJK4ZuSy+0Cu3UZ3138g13Kbo58LWWpyzC1AllrcUReCXPsNjjcRkKX2xttfyFJzY8UNZKm1scoRgkAu1KGx8U0EZKmt8e0vZKmpsTsTZKmlHXMlyB2Pod3yJcgdkZ2dcibIHZOZXfImyB2VlR1yJ8gdl5Hd8SfIHZmNnXEoyIVALjQEE7viUZA7Ogs74lKQOz4Du+FTkDtC+zrhVJC7p/323Oqj67xBLiTIud9PtWGqm/d44AW59bm9b0Y1WNor75GwC3J75rYGSw209CAX3HbObiN5j4BdkFvHaPfNqyxLPfZRQC7ANbPUcd6Wux7kDgXcUiSRzm8VkAtwGyCJdH+vgFyAuz9I5B7kgtwOyP3JI+QPnxskqXTe/vPxowtyWwP3kr9uPWmO3NJ5XxCQC9Um984j79gfrxpDl5QGtyy5NqMLctsi95Lj87XBRrdc3j975FuQC9Un94J84F3Ow8/dkntx+O4a5EL1yZXISoCbIKlc3v+8vy9PrsXogtyxkXsPcqH9yD2R3V2QC3LR5oJckAtyQS7IbWxuAeSC3P7JrTOfC3JBbv/kfiXkFXuH9hzkglyryK2xbgHkgtwhkFt9rRjIBbmDILeGSNd5g1yQC3JBLsgFuSAX5IJcCOSCXJALckEuyAW5EMgFuSAX5IJckAtyQW6z5Go7cnxN3rgW7NOhorWXwpeEHD6vQ672w0t6ue8+b8nwWuyz/7x6hiB3rOTqO3L4cbhgnw4VrS3EueDB76qTq/1QBE2LgNMZ8r9UzBDkjpRcfUeOyzhcsE+HitY2ELkmhzSYAr0cudoPv/Kgb8gyLsdFjHXVDEHuKMlN7cjxVYUL9ulIorUF5xdi/xv/pCq52g+v5eVOCzPUrl81Q5A7SnJTO3L4JzJcsE9HEq195KO+VNMe9eXI1X5YRG6S4Z13avgdyHWXXH1HjkvyQYYL9ulIorUPK2Xbp39jWZLc5Id3HusAPM3tXpZkSIeOT+UYrmqGIHeU5N4njN55zzVeC9Z1G8iVzW91crUf0m4BMfesZYZyaoGlrZohyB07ucljuwS5yQYil3LAVJlc/YeXuemCTIYXrL2liU/uK2cIckdO7rWYKKjc5tLGj+mPCUhld8RLfqimC04LM9Tb6YoZgtxxkyuGQHXIvfuRtpbvLqqTm/zQ0AEwk1snQ5A7bnKv4+OgP5QgN7+BiBastgspn58o3r3MQG7FDEEuyE2ic/O52oxW2d32tR/ubnMFp3ce/V/VDEHuWNHVGS3bW9A2ELkmJ5/Z3MCrsiCR+FLxD9Wg62TLrcJGaE8ZrpUzBLkgN4nW1i2IAVP5FpCkR2inSdC07V78JiJZ2VA1Q5A7UnRrkautFWMDpsO/VJihItoITf3wR1KwViyebWYpamYIckeKbqPC6akg1050cWI1yLUSXdJx3rZ7HuQOA11Cus2bWO94kFvPbD2eet5E3iNwO8jtn11StQHcM29if4MLcvdjl+yNL79Gl3mTcWALcpvBt746z3tElgd8EMiFIJALQSAXArkQBHIhCORCIBeCQC4EgVwIArkQyIUgkAtBIBcCuRAEciEI5EIgF4JALgSBXAgCuRDIhSCQC0EgFwK5EARyIQjkQhDIhUAuBIFcCAK5EMiFIJALQSAXArkQBHIhCORCEMiFQC4EgVwIArkQyIUgkAtBIBeCQC5kuf4/UkagfgicwOcAAAAASUVORK5CYII=)

A single classification tree is fit with all features. The classification tree consists of two variables and six decision nodes.

> tr$variable.importance

sqft\_living sqft\_above bathrooms bedrooms sqft\_basement floors

445.8512468 303.2760317 176.1339732 138.7743134 96.4387240 72.3215347

yr\_built sqft\_lot condition view yr\_renovated

57.4229934 3.9959899 2.6425673 2.5309412 0.1455129

sqft\_living is significantly more important than all other variables in determining price, followed by sqft\_above, bathrooms, and so on.

> ####classification matrix for training data

> pred <- predict(tr, train.df, type = "class")

> c.mat <- table(pred, train.df$price)

> c.mat # row: predicted ; column: actual

pred 0 1

0 1512 341

1 197 679

> sum(diag(c.mat))/sum(c.mat) # this gives accuracy: overall correct classification percentage

[1] 0.8028582

> c.mat[2,2]/sum(c.mat[,2]) # this gives True positive percentage, or sensitivity

[1] 0.6656863

> c.mat[1,1]/sum(c.mat[,1]) # this gives True negatie percentage, or specificity

[1] 0.8847279

> ####classification matrix for validation data

> pred <- predict(tr, valid.df, type = "class")

> c.mat <- table(pred, valid.df$price)

> c.mat # row: predicted ; column: actual

pred 0 1

0 986 230

1 149 455

> sum(diag(c.mat))/sum(c.mat) # this gives accuracy: overall correct classification percentage

[1] 0.7917582

> c.mat[2,2]/sum(c.mat[,2]) # this gives True positive percentage, or sensitivity

[1] 0.6642336

> c.mat[1,1]/sum(c.mat[,1]) # this gives True negatie percentage, or specificity

[1] 0.8687225

**Performance with Training Data:**

The model's overall accuracy using the training data was roughly 80.29%.

True Positive Rate (sensitivity): 66.57%.

True Negative Rate (Specificity): 88.47 percent.

**Performance with Validation Data:**

The model performed well on the validation dataset, with an accuracy of approximately 79.18%.

True Positive Rate (sensitivity): 66.42%.

True Negative Rate (Specificity): 86.87 percent.

**Random Forest:**
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The plot shows how each feature includes to the model's overall accuracy. Variables with greater Mean Decrease Accuracy scores are more effective at predicting the outcome. For example, sqft\_living appears to be highly significant, indicating that the size of the living area is an excellent predictor of the model's accuracy.

> ####classification matrix for training data

> rf.pred <- predict(rf, train.df, type = "class")

> c.mat <- table(rf.pred, train.df$price)

> c.mat # row: predicted ; column: actual

rf.pred 0 1

0 1696 66

1 13 954

> sum(diag(c.mat))/sum(c.mat) # this gives accuracy: overall correct classification percentage

[1] 0.9710517

> c.mat[2,2]/sum(c.mat[,2]) # this gives True positive percentage, or sensitivity

[1] 0.9352941

> c.mat[1,1]/sum(c.mat[,1]) # this gives True negatie percentage, or specificity

[1] 0.9923932

> ####classification matrix for validation data

> rf.pred <- predict(rf, valid.df, type = "class")

> c.mat <- table(rf.pred, valid.df$price)

> c.mat # row: predicted ; column: actual

rf.pred 0 1

0 981 208

1 154 477

> sum(diag(c.mat))/sum(c.mat) # this gives accuracy: overall correct classification percentage

[1] 0.8010989

> c.mat[2,2]/sum(c.mat[,2]) # this gives True positive percentage, or sensitivity

[1] 0.6963504

> c.mat[1,1]/sum(c.mat[,1]) # this gives True negatie percentage, or specificity

[1] 0.8643172

**Performance with Training Data:**

The model's overall accuracy using the training data was roughly 97.11%.

True Positive Rate (sensitivity): 93.53%.

True negative rate (specificity) is 99.24%.

**Performance using Validation Data:**

The model's performance on the validation dataset indicated an accuracy of approximately 80.11%.

True Positive Rate (sensitivity): 69.64%.

The true negative rate (specificity) is 86.43%.

**Bagging Model:**

> varImp(bag)

Overall

bathrooms 387.096702

bedrooms 259.809609

condition 119.502447

floors 209.158513

sqft\_above 701.738889

sqft\_basement 204.213849

sqft\_living 831.085812

sqft\_lot 478.894928

view 103.308604

waterfront 9.896997

yr\_built 429.349937

yr\_renovated 153.214380

These values represent the significance of each predictor variable in the bagged ensemble model. Higher values indicate higher significance.

It is important to note that sqft\_living, sqft\_above, and bathrooms have the greatest significance ratings, indicating that they play an important role in the model's predictive performance. On the other hand, waterfront appears to be the least important of the characteristics considered.

> ####classification matrix for training data

> bag.pred <- predict(bag, train.df, type = "class")

> c.mat <- table(bag.pred, train.df$price)

> c.mat # row: predicted ; column: actual

bag.pred 0 1

0 1704 6

1 5 1014

> sum(diag(c.mat))/sum(c.mat) # this gives accuracy: overall correct classification percentage

[1] 0.9959692

> c.mat[2,2]/sum(c.mat[,2]) # this gives True positive percentage, or sensitivity

[1] 0.9941176

> c.mat[1,1]/sum(c.mat[,1]) # this gives True negatie percentage, or specificity

[1] 0.9970743

> ####classification matrix for validation data

> bag.pred <- predict(bag, valid.df, type = "class")

> c.mat <- table(bag.pred, valid.df$price)

> c.mat # row: predicted ; column: actual

bag.pred 0 1

0 955 206

1 180 479

> sum(diag(c.mat))/sum(c.mat) # this gives accuracy: overall correct classification percentage

[1] 0.7879121

> c.mat[2,2]/sum(c.mat[,2]) # this gives True positive percentage, or sensitivity

[1] 0.6992701

> c.mat[1,1]/sum(c.mat[,1]) # this gives True negatie percentage, or specificity

[1] 0.8414097

**Performance with Training Data:**

Overall, the model's accuracy on the training data was roughly 99.60%.

True Positive Rate (sensitivity): 99.41%.

The true negative rate (specificity) is 99.71 percent.

**Performance using Validation Data:**

Model performance on the validation dataset was slightly lower, at roughly 78.79%.

True positive rate (sensitivity): 69.93 percent.

The true negative rate (specificity) is 84.14%.

**Comparison of LR, NN, and Tree methods**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Model | Training Accuracy | Training Sensitivity | Training Specificity | Validation Accuracy | Validation Sensitivity | Validation Specificity |
| Logistic Regression | 78.20% | 63.09% | 86.78% | 77.09% | 59.73% | 87.27% |
| Neural Network | 81.57% | 73.63% | 86.31% | 78.85% | 71.68% | 83.17% |
| Decision Tree | 80.29% | 66.57% | 88.47% | 79.18% | 66.42% | 86.87% |
| Random Forest | 97.11% | 93.53% | 99.24% | 80.11% | 69.64% | 86.43% |
| Bagging Model | 99.60% | 99.41% | 99.71% | 78.79% | 69.93% | 84.14% |

**Conclusion:**

Random Forest and Bagging Model have the highest accuracy on training data, while Logistic Regression and Neural Network do relatively well.

**Sensitivity**: Random Forest is the most sensitive to both training and validation data, closely followed by the Bagging Model.

**Specificity**: Logistic Regression and Single Classification Tree have higher specificity than other approaches.

Finally, while Random Forest and Bagging Model exhibit higher accuracy and sensitivity on training data, it is critical to examine the relationship between model complexity and generalization performance. Depending on the application's specific objectives and limitations, any of the models discussed above may be an appropriate alternative for projecting house values. Further fine-tuning and optimization of these models may increase their performance on previously discovered data.